The New York City Taxi & Limousine Commission’s open data of taxi trip records is rightly a go-to test piece for analytical methods for largish data. Check out, for example:

* The benchmark of interesting analysis is set by [Todd W Schneider’s well-written and rightly famous blog post ‘Analyzing 1.1 Billion NYC Taxi and Uber Trips, with a Vengeance’](https://toddwschneider.com/posts/analyzing-1-1-billion-nyc-taxi-and-uber-trips-with-a-vengeance/), for which he used PostgreSQL, PostGIS and R
* [Mark Litwintschik provides benchmarks](https://tech.marksblogg.com/benchmarks.html) of four different queries of the data on different software and hardware setups, mostly clusters of computers operating big data software such as BrytlytDB, MapD, Redshift, BigQuery and Spark ([source code](https://tech.marksblogg.com/billion-nyc-taxi-rides-redshift.html))
* Various providers use the data to show off the impressive speed of their ingest and analysis tools eg [MemSQL](https://www.memsql.com/blog/nyc-taxi-data-ingested-into-memsql/) or [Ocean9](https://medium.com/@gopalaj61/analyzing-1-2-billion-nyc-taxi-rides-83ea8012827e)

A week or so ago there was a flurry in my corner of the twitterverse with people responding to a great blog post by Jovan Veljanoski [How to analyse 100 GB of data on your laptop with Python](https://towardsdatascience.com/how-to-analyse-100s-of-gbs-of-data-on-your-laptop-with-python-f83363dda94). Veljanoski is one of the co-founders of [vaex.io](http://vaex.io/). Vaex is a powerful Python library that empowers a data scientist with the convenient R-like DataFrame-based feel of Pandas for data that is too large to reside in memory.

The trick used by Vaex is that the data is stored on disk in the efficient HDF5 format. Vaex only uses the minimal scan of the dataset it needs for any particular action. So once Veljanoski has connected to the data, operations like simple summaries of the 1+ billion taxi ride observations he demonstrates on can be done lightning fast. The most impressive example given is an interactive heatmap of New York, which can go to the right part of the data so fast that the user gets the sort of performance with this 100+ GB dataset that normally is only possible when all the data is in RAM.

That’s genuinely impressive, but how necessary is Vaex to analyse this sort of data on commodity hardware? Veljanoski argues in his post that “There are three strategies commonly employed when working with such datasets” :

* sub-sample the data
* distributed computing
* a single strong cloud instance with as much memory as required

As he points out, each of these comes with its disadvantages. But there’s a glaring omission from the list – use a database! A good old-fashioned relational database management system is the tool invented for this sort of data, and today’s database software is the highly optimised beneficiary of untold billions of dollars of investment from firms like IBM, Oracle and Microsoft (for example, Oracle alone spends about [$6 billion per year on research and development](https://www.statista.com/statistics/236990/research-and-development-spending-at-oracle/)). Schneider’s post showed that open source relational database technology (PostgreSQL) is more than up to the job. In fact, a number of the features of Vaex showcased in Veljanoski’s blog post sound almost like a re-invention of some aspects of the database approach:

* data held on disk can be inspected a few rows at once without loading it all into memory;
* the management system holds key metadata or indexes that let certain kinds of simpler analysis be performed via radical shortcuts;
* virtual views of the data can be created instantly as filtered subsets or with additional calculated columns, without copying the whole dataset.

So out of curiousity I set out to see how the data can be handled by my unremarkable personal laptop and the software toolkit I most commonly use at the moment – R in combination with Microsoft SQL Server (which I chose because it’s my most common database in work contexts, has a free developer edition, and has powerful columnstore indexes which I think will help handle this sized data).

What did I find?

1. Even relatively tidy data is serious work to prepare for analysis – whether the prep is an extract-transform-load to a database, or conversion to HDF5.
2. The combination of a standard laptop, SQL Server (or other powerful database tool) and R is fine for dealing with data of several hundred gigabytes in size, but I would want a bigger computer and a large fast solid state drive for much bigger than this.
3. Most analysis on this sort of data has aggregation and summary operations as its first step, so by the time you hit a statistical model or a graphic you are likely working with a much smaller dataset than the original.
4. Most of the interesting things to say about the NYC taxi data have already been said.

Let’s see how that works out.

**Data preparation**

“80% of data scientists’ work is managing, tidying and cleaning data. And most of the other 20% is complaining about it.”

*Source : I wouldn’t know where to start to find who said this first.*

The original taxicab data can be downloaded, one CSV file per month, from the [New York City Taxi & Limousine Commission’s website](https://www1.nyc.gov/site/tlc/about/tlc-trip-record-data.page). The data are available to 2019, but the data model changed several times, and by the second half of 2016 latitude and longitude were not being reported as per the earlier detail, probably for belated privacy reasons.You could also see [Todd W Schneider’s PostgreSQL and R version](https://github.com/toddwschneider/nyc-taxi-data) which I suspect is better managed.

Unfortunately Veljanoski’s post doesn’t link to the code he used to process the original CSVs into HDF5 format. His Jupyter notebook starts on the basis the data is available in HDF5 format on your laptop. He links to example code for converting CSVs to HDF5 but a) it’s for a different dataset and b) it’s clear the task is non-trivial.

So I can’t directly compare his process to mine, but I can say that the load process with my toolkit was a significant effort. The contributing factors to this were:

* irrespective of software choices, the data are large for the hardware I’m using them for, which leads to sub-optimal workarounds. For example, my hard drive isn’t large enough to store at the same time all the original CSVs, a staging copy of the data in the database, and the final analysis-ready copy of the data. This meant I had to delete the CSVs as my transformation process was going; and if I found a problem (as happened several times) I had to repeat some or all of the original downloads (which takes 6+ hours even on my fast-by-Australian-standards 100+ MBPS interent connection).
* the data model changes several times. For example, there are half a dozen different sets of column names, sometimes varying by just capitalisation, sometimes by name changes such as trip\_pickup\_datetime becoming tpep\_pickup\_datetime. There is quite a [good user guide available](https://www1.nyc.gov/assets/tlc/downloads/pdf/trip_record_user_guide.pdf) but I foolishly didn’t look for it early enough. The [data dictionary](https://www1.nyc.gov/assets/tlc/downloads/pdf/data_dictionary_trip_records_yellow.pdf) is for the latest data model; there might be historical versions but I didn’t look hard enough to find them.
* some of the data is corrupt (eg some of the monthly CSVs in 2010 have several thousand rows with more columns in them than the other rows) – a relatively small amount, but enough to cause problems in combination with the other factors.

In the second half of 2016 something happened to the data I couldn’t understand, and this in combination with the fact that latitude and longitude are no longer recorded led me to give up at that point and confine my analysis to the first 7.5 years. At well over 200GB of CSVs this still seems an adequate test.

I would say I spent at least eight hours of effort over two weeks of calendar time on the extract-transform-load of the CSVs into their eventual form in the database, and I am far from satisfied with the result; I think another person day or three is needed to tidy it up, better document it, and introduce some efficiencies and performance enhancements. The two weeks of calendar time is significant too – because a number of the operations took multiple hours to run it was common to have to let it run and then go do something else (eg sleep, walk around the park, go do my real job, etc) – resulting in task switching costs when I came back to this project several days later, and meaning that even if I had devoted three full time days to the project I wouldn’t have been able to use them efficiently. The physical bottlenecks, ordered from most to least, were writing and reading to my slow physical disk (the only drive I had with space for this data); downloading large data over the internet; and processing.

But ultimately I got a working version of the data I’m fairly happy with. In the database it looks like this:

![](data:image/png;base64,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)

I’m satisfied its more analysis-ready than some of the alternative loads of this data I’ve seen out there. For example, I have all the codes built in to the database; no need to look up elsewhere that payment type 1 is cash, 2 is credit, etc. Plus my loading process standardises the different versions of vendor coding that are used – sometimes “1” and “2”, sometimes “CMT”, “VTS” and “DDS” (which seemed to disappear early in the series and isn’t listed in the data dictionary). To give an idea of what this means in terms of code development, here is one step in the overall process. This chunk of SQL code takes data from a staging table – dbo.tripdata\_0914, with the raw data from the first six years when the column sequencing (but not names or coding) was consistent – and loads it into the evental target table tripdata in the yellow schema:

-- First six years, with no surcharge data:

INSERT INTO yellow.tripdata(

vendor\_code,

trip\_pickup\_datetime,

trip\_dropoff\_datetime,

passenger\_count,

trip\_distance,

start\_lon,

start\_lat,

rate\_code,

store\_and\_forward\_code,

end\_lon,

end\_lat,

payment\_type\_code,

fare\_amt,

extra,

mta\_tax,

tip\_amt,

tolls\_amt,

total\_amt

)

SELECT

CASE

WHEN vendor\_name = '1' THEN 'CMT'

WHEN vendor\_name = '2' THEN 'VTS'

ELSE vendor\_name

END,

trip\_pickup\_datetime,

trip\_dropoff\_datetime,

passenger\_count,

TRY\_CAST(trip\_distance AS DECIMAL(9, 4)),

TRY\_CAST(start\_lon AS DECIMAL(9, 6)),

TRY\_CAST(start\_lat AS DECIMAL(9, 6)),

CASE

WHEN rate\_code IN (1,2,3,4,5,6) THEN rate\_code

ELSE NULL

END,

CASE

WHEN store\_and\_forward IN ('0', 'FALSE', 'N') THEN 'N'

WHEN store\_and\_forward IN ('1', 'TRUE', 'Y') THEN 'Y'

END,

TRY\_CAST(end\_lon AS DECIMAL(9, 6)),

TRY\_CAST(end\_lat AS DECIMAL(9, 6)),

CASE

WHEN payment\_type IN ('credit', 'cre', '1') THEN 1

WHEN payment\_type IN ('cash', 'csh', 'cas', '2') THEN 2

WHEN payment\_type IN ('no', 'no charge', 'noc', '3') THEN 3

WHEN payment\_type IN ('disput', 'dis', '4') THEN 4

WHEN payment\_type IN ('unknown', 'unk', '5') THEN 5

WHEN payment\_type In ('voided trip', 'voi', 'voided', '6') THEN 6

ELSE NULL

END,

TRY\_CAST(fare\_amt AS DECIMAL(9, 2)),

TRY\_CAST(surcharge AS DECIMAL(9, 2)),

TRY\_CAST(mta\_tax AS DECIMAL(9, 2)),

TRY\_CAST(tip\_amt AS DECIMAL(9, 2)),

TRY\_CAST(tolls\_amt AS DECIMAL(9, 2)),

TRY\_CAST(total\_amt AS DECIMAL(9, 2))

FROM dbo.tripdata\_0914

You can see that I also handle issues such as the inconsistent coding of “payment type”, and cut down the storage size of various numeric variables. For example, trip\_distance was loaded into my staging table as 15 digit precision floating point data which takes up 8 bytes of space per observation; reducing this to DECIMAL(9, 4) saves three bytes per row of the data while still allowing plenty of range and precision – numbers of the format 99999.1234. Three bytes per row adds up materially over 1+ billion rows. The TRY\_CAST() functions are needed because many of these numeric variables have physically impossible values (eg longitudes with four or more digits left of the decimal point) which cause numeric overflow errors otherwise.

It’s easy to see where that eight hours went… In contrast, I would say I have spent about four hours on analysis of any sort (mostly descriptive) and four hours on writing up this post. So the “80%” of time spent on data cleaning isn’t quite right here – more like 50%. Noting that in this case, the data is *exceptionally* clean and tidy already – other than having direct access to a well-maintained warehouse, one will rarely get data as nicely released by the NYC Taxi & Limousine Commission.

On the other hand, there’s big economies of scale here. If I did another couple of blog posts on this data, that 50% or so of effort that was on data preparation would pretty quickly go down. Worth noting.

With one of SQL Server’s powerful, fast clustered columnstore indexes on the main table, the total data size on disk is about 45 GB for main data and another 33 GB for an unclustered primary key identifying each row which I think is probably not needed and could be dropped. That 45GB is a lot of compression from the original size of more than 200GB, but more importantly the columnstore approach makes analysis pretty fast for dealing with 1.2+ billion rows even on my poor underpowered laptop and its old-school mechanical hard disk drive.

**Repeating previous analysis – maps and variable distribution**

**Passenger counts distribution**

So, let’s see what I can do now that the data’s ready. I repeated the first few bits of exploratory analysis from Veljanoski’s article. For example, here is R code to set up an analytical session and explore the distribution of “number of passengers” on each trip:

library(tidyverse)

library(scales)

library(odbc)

library(DBI)

library(clipr)

library(knitr)

library(kableExtra)

library(ggmap)

library(Cairo)

# assumes you have an ODBC data source named "nyc\_taxi" to the database created by <https://github.com/ellisp/nyc-taxis>:

nyc\_taxi <- dbConnect(odbc(), "localhost", database = "nyc\_taxi")

#' Theme for dark background maps to be used later

#'

#' @author minimally adapted from a Todd Schneider original

theme\_dark\_map <- function(base\_size = 12, font\_family = "Sans"){

theme\_bw(base\_size) +

theme(text = element\_text(family = font\_family, color = "#ffffff"),

rect = element\_rect(fill = "#000000", color = "#000000"),

plot.background = element\_rect(fill = "#000000", color = "#000000"),

panel.background = element\_rect(fill = "#000000", color = "#000000"),

plot.title = element\_text(family = font\_family),

panel.grid = element\_blank(),

panel.border = element\_blank(),

axis.text = element\_blank(),

axis.title = element\_blank(),

axis.ticks = element\_blank())

}

theme\_white\_map <- function(base\_size = 12, font\_family = main\_font){

theme\_bw(base\_size) +

theme(text = element\_text(family = font\_family, color = "#000000"),

rect = element\_rect(fill = "#ffffff", color = "#ffffff"),

plot.background = element\_rect(fill = "#ffffff", color = "#ffffff"),

panel.background = element\_rect(fill = "#ffffff", color = "#ffffff"),

plot.title = element\_text(family = font\_family),

panel.grid = element\_blank(),

panel.border = element\_blank(),

axis.text = element\_blank(),

axis.title = element\_blank(),

axis.ticks = element\_blank(),

plot.caption = element\_text(color = "grey50"))

}

the\_caption <- "Analysis by <http://freerangestats.info> with data from NYC Taxi & Limousine Commission"

#-----------------------passenger count frequencies------

sql <- "

SELECT

COUNT(1) AS freq,

passenger\_count

FROM yellow.tripdata

GROUP BY passenger\_count

"

# takes a couple of seconds:

pc\_freq <- dbGetQuery(nyc\_taxi, sql)

pc\_freq %>%

ggplot(aes(x = str\_pad(passenger\_count, 3, pad = "0"), y = freq)) +

geom\_col() +

scale\_y\_log10(label = comma) +

scale\_x\_discrete(labels = sort(unique(pc\_freq$passenger\_count))) +

labs(x = "Number of passengers (discrete scale - only values with at least one trip shown)",

y = "Number of trips (log scale)",

title = "Number of passengers per trip",

subtitle = "New York City yellow cabs January 2009 to mid 2016",

caption = the\_caption)

This produces the following image for us, very similar to Veljanoski original. It’s not identical because I’ve got six months more data and I’ve built more data-cleaning into my ETL – most notably where the number of trip passengers is zero I have replaced this with NULL in my database.

My code took less than five seconds to run in contrast to his 23 seconds with Vaex/Python, so I’m pretty pleased by performance so far.

**Trip distance distribution**

A very similar bit of SQL and R code gives us a similar plot for distribution of trip distance in miles, truncated at just those less than 250 miles. Because the trip distances are continuous variables, to show their distribution I’m going to need to do some kind of summary. With smaller data I would put all the observations into R and use geom\_density() to do the work, but as this would mean transferring a billion observations from the database to R’s environment for little gain, I opt to round the distances to the nearest tenth of a mile and aggregate them. In effect, I’m building my own fixed-bin-width histogram. Here’s my first go at that:

…produced with:

#-----------------------distance in miles--------------

sql <- "

SELECT

COUNT(1) AS freq,

ROUND(trip\_distance, 1) AS trip\_distance

FROM yellow.tripdata

GROUP BY ROUND(trip\_distance, 1)

"

# takes about 20 seconds

td\_freq <- dbGetQuery(nyc\_taxi, sql)

td\_freq %>%

filter(trip\_distance <= 250) %>%

ggplot(aes(x = trip\_distance, y = freq)) +

geom\_line() +

scale\_y\_log10(label = comma) +

labs(x = "Trip distance in miles - rounded to 0.1 of a mile",

y = "Number of trips (log scale)",

title = "Trip distances",

subtitle = "New York City yellow cabs January 2009 to mid 2016",

caption = the\_caption)

This looked quite markedly different from Veljanoski’s original so I tried rounding to the nearest mile rather than tenth of a mile and got this result (code not shown):

Either of these charts gives a good indication of what is happening, but the second is probably better. We see a suspiciously marked drop-off in distances at exactly 100 miles, which is almost certainly measurement error rather than a physical reality.

This time, my database was much slower than Valjanoski’s Vaex/Python combination – 20 seconds versus one second.

**Maps**

[Todd Schneider’s ground-breaking post with this data](https://toddwschneider.com/posts/analyzing-1-1-billion-nyc-taxi-and-uber-trips-with-a-vengeance/) was conspicuous because of the beauty of his clean high resolution images of pickups and drop off points. He wrote “These maps show every taxi pickup and drop off, respectively, in New York City from 2009-2015. The maps are made up of tiny dots, where brighter regions indicate more taxi activity.”

In fact, while the maps do indeed “show” every pickup and drop off, a moments reflection would show that it isn’t physically possible to each individual trip to get its own blob of light. His 10MB high resolution images are 2,880 by 4,068 pixels in size, about 12 million pixels each. There are nearly 100 times as many trips as pixels, so some summary is required. Effectively he creates a fine grid across the New York City area and returns the average number of trips on each point of his grid.

This approach is fine (in fact I had done it myself even before looking at his source code) – I’m just mentioning it to highlight that when dealing with large datasets of this sort, to visualise them meaningfully you need to somehow reduce the size of the data in a meaningful way first before rendering them on the screen.

Let’s have a go at something similar. Here’s a map showing the pickup points of taxis from 2009 to mid 2016, split into payment by cash or by credit card
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It’s not as polished as Schneider’s original, which I think was enhanced by using GIS methods to remove some of the noise from locations that were in the water. But it’s certainly a nice start.

Performance for producing this charts was acceptable but not that pleasant: about 10 minutes to summarise the data and 4 or 5 to render the graphic. In contrast Veljanoski with Vaex did something of similar complexity at the mid point of his post with about 60 seconds of elapsed time. That’s extremely impressive.

**The time element**

Let’s look at ways of looking at our data that takes into account the element of time – particularly periodicity. I might come back to this later as the data is a nice example of multiple seasonalities in a time series. If we aggregate it by hour we have at least three seasonal patterns – hours in the day, days in the week, and the annual cycle.

Again, we need some kind of aggregation before the billion taxi rides can be assimilated by the human eye. If we aggregate it up by hour it is still too dense to take in:

That’s the level of temporal granularity I’d like to analyse this when I’ve got more time but it’s too much for the eye.

If we aggregate up to months we have lost most of the interest, but it’s still a useful starting point. Note how the rides per hour declines substantially over time as more competition came in:

There’s a notable dip in taxi rides each winter.

Most other blogs draw some day-of-week by hour-of-day heatmaps at this point, and there’s good reason to – they’re a great summary of this sort of data. Here’s the most obvious one to draw – pure frequency of the start of taxi trips:

All that yellow in the top right shows (unsuprisingly) more taxi activity in evenings, and on Wednesday, Thursday, Friday and Saturday rather than earlier in the week.

Here’s a replication of one of Veljanoski’s plots, showing the differing average fare collected per mile travelled at different times

Shorter taxi rides have a higher fare per mile, and I suspect we get more short taxi rides in during working hours on working days, which would explain the yellow highlight in the middle of that chart.

This analysis was easy to write with my database, but the performance was slower than Veljanoski’s (while still being totally acceptable). Whether this is due to my slow disk drive or software differences I’m not sure. Here’s the code for that data extract and analysis:

#--------------hour, week, year------------

# aggregate some summary data at hourly level

sql <- "

WITH a AS

(SELECT

trip\_distance,

fare\_amt,

YEAR(trip\_pickup\_datetime) AS yy,

DATEPART(hh, trip\_pickup\_datetime) AS hd,

DATEPART(dy, trip\_pickup\_datetime) AS dy,

DATEPART(dw, trip\_pickup\_datetime) AS dw,

DATEPART(m, trip\_pickup\_datetime) AS my

FROM yellow.tripdata

WHERE trip\_distance > 0 AND total\_amt > 0)

SELECT

COUNT(1) AS freq,

AVG(fare\_amt / trip\_distance) AS fare\_per\_mile,

yy, hd, dy, dw, my

FROM a

GROUP BY yy, hd, dy, dw, my

ORDER BY yy, dy, hd"

pickup\_ts <- dbGetQuery(nyc\_taxi, sql) %>% as\_tibble()

# Note that weekday = 1 means sunday

# Hourly time series

pickup\_ts %>%

mutate(meta\_hour = 1:n()) %>%

ggplot(aes(x = meta\_hour, y = freq, colour = as.ordered(my))) +

facet\_wrap(~yy, scales = "free\_x") +

geom\_line() +

scale\_colour\_viridis\_d(breaks = 1:12, labels = month.abb,

guide = guide\_legend(ncol = 2)) +

scale\_y\_continuous(label = comma) +

labs(x = "Day of the year",

y = "Number of taxi pickups",

colour = "",

caption = the\_caption,

title = "Taxi pickups time series",

subtitle = "Hourly observations 2009 to mid 2016") +

theme(legend.position = c(0.85, 0.15))

# Monthly time series

pickup\_ts %>%

group\_by(yy, my) %>%

summarise(freq = mean(freq)) %>%

ggplot(aes(x = my, y = freq)) +

facet\_wrap(~yy) +

geom\_line() +

scale\_y\_continuous(label = comma) +

scale\_x\_continuous(breaks = 1:12, labels = month.abb) +

labs(x = "",

y = "Average hourly taxi pickups\n",

caption = the\_caption,

title = "Taxi pickups time series",

subtitle = "Monthly averages based on hourly observations 2009 to mid 2016") +

theme(axis.text.x = element\_text(angle = 45, hjust = 1),

panel.grid.minor = element\_blank())

# Heatmap of frequency of trips

# add a labelled day of the week variable, still keeping the ordering

pickup\_ts2 <- pickup\_ts %>%

mutate(dwl = factor(dw, labels = c("Sun", "Mon", "Tue", "Wed", "Thur", "Fri", "Sat")))

pickup\_ts2 %>%

group\_by(dwl, hd) %>%

summarise(freq = mean(freq)) %>%

ggplot(aes(x = as.factor(hd), y = dwl, fill = freq)) +

geom\_tile() +

scale\_fill\_viridis\_c(label = comma) +

labs(caption = the\_caption,

x = "Hour of the day",

y = "Day of the week",

title = "Taxi frequency by time of day and day of week",

subtitle = "Hourly observations from 2009 to mid 2016",

fill = "Pickups\nper hour")+

theme(legend.position = "right")

# Heatmap of average fare per distance

pickup\_ts2 %>%

group\_by(dwl, hd) %>%

summarise(fare\_per\_mile = sum(fare\_per\_mile \* freq) / sum(freq)) %>%

ggplot(aes(x = as.factor(hd), y = dwl, fill = fare\_per\_mile)) +

geom\_tile() +

scale\_fill\_viridis\_c(label = dollar) +

labs(caption = the\_caption,

x = "Hour of the day",

y = "Day of the week",

title = "Taxi fare per distance by time of day and day of week",

subtitle = "Hourly observations from 2009 to mid 2016",

fill = "fare\nper mile") +

theme(legend.position = "right")

**Modelling average fare**

Finally, I wanted to go beyond simple exploratory analysis to at least touch on some statistical modelling. I’ve only time for a taster here (both in terms of my writing time, and wondering if any readers will get this far…). I thought I’d start with a simple statistical model layer over some of the spatial charts I’d been playing with. So here’s a contour map (in the style of a weather forecast) showing average fare to be expected by location. While it’s not as beautiful as some of the high res point maps we’ve seen with this data, it’s probably more useful in terms of helping understand a fairly complex phenomenon:

It’s a nice illustration of how, even in primarily exploratory analysis, a statistical model can be powerful for helping shape thinking. In this case, the model is a generalized additive model, fit to the data by the mgcv::bam function which is optimised for working with larger data. I commonly use a generalized additive model with a smoother over latitude and longitude (think a rubbery sheet in three dimensional space) as a way of dealing with spatially correlated data.

In this case, rather than fit the model to the original individual trip data I’ve taken average fares over a grid of about 100,000 observations and used that data, weighted by the number of observations at each point, to train my simple model. Here’s this final bit of code for this analysis:

#-------------Modelling average fare by space-------------------

# extract data

sql <- "

SELECT

AVG(fare\_amt) AS fare\_amt,

COUNT(1) AS freq,

ROUND(start\_lon, 3) AS start\_lon,

ROUND(start\_lat, 3) AS start\_lat

FROM yellow.tripdata

WHERE fare\_amt IS NOT NULL AND

start\_lon > -74.05 AND start\_lon < -73.75 AND

start\_lat > 40.58 AND start\_lat < 40.90 AND

end\_lon > -74.05 AND end\_lon < -73.75 AND

end\_lat > 40.58 AND end\_lat < 40.90 AND

passenger\_count > 0 AND passenger\_count < 7 AND

trip\_distance > 0 AND trip\_distance < 100

GROUP BY

ROUND(start\_lon, 3),

ROUND(start\_lat, 3)"

fare\_rounded <- dbGetQuery(nyc\_taxi, sql) # takes a while - 10 minutes or so

# about 95,000 observations

# Fit model

model <- bam(fare\_amt ~ s(start\_lon, start\_lat), weights = freq, data = fare\_rounded)

# predict values over a regular grid

all\_lons <-seq(from = -74.05, to = -73.75, length.out = 200)

all\_lats <- seq(from = 40.58, to = 40.90, length.out = 200)

the\_grid <- expand.grid(

start\_lon = all\_lons,

start\_lat = all\_lats

)

predicted <- predict.bam(model, newdata = the\_grid)

d <- the\_grid %>%

as\_tibble() %>%

mutate(predicted\_fare = predicted) %>%

filter(start\_lat < 40.8)

# get a background map

nyc\_map <- ggmap::get\_stamenmap(bbox = c(-74.05, 40.58,

-73.75, 40.80),

maptype = "toner-background")

# draw a contour map over that background:

ggmap(nyc\_map) +

geom\_raster(data = d,aes(x = start\_lon,

y = start\_lat,

fill = predicted\_fare), alpha = 0.6) +

geom\_contour(data = d, aes(x = start\_lon,

y = start\_lat,

z = predicted\_fare)) +

geom\_text\_contour(data = d, aes(x = start\_lon,

y = start\_lat,

z = predicted\_fare),

colour = "white") +

theme\_white\_map() +

scale\_fill\_viridis\_c(option = "A", label = dollar) +

# we need cartesian coordinates because of raster. Probably better ways to fix this:

coord\_cartesian() +

labs(title = "Expected taxi fare by pick-up point in New York",

subtitle = "New York City yellow cabs January 2009 to mid 2016",

caption = paste(the\_caption,

"Map tiles by Stamen Design, under CC BY 3.0. Data by OpenStreetMap, under ODbL.",

sep = "\n"),

fill = "Predicted\naverage fare")

It would be easy to extend this by looking for different spatial patterns (for example) by vendor, payment type, etc., but I’m lacking any particular motivation for that one. For now, I’m happy to conclude that my hardware and software is totally adequate for analysing this size data and I feel I’ve answered the implicit challenge of the “how to analyse 100s of GBs of data on your laptop with Python” blog post from a few week’s back. But I’ll need a bigger hard drive (or, more sensibly, to move to the cloud) if I do anything much bigger than this.